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• Software quality assurance and software testing
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• Where ever input has a structure one can think of language processing

• Why study compilers?
  - Compilers use the whole spectrum of language processing technology
Expectations?

• What will we learn in the course?
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What do we expect to achieve by the end of the course?

• Knowledge to design, develop, understand, modify/enhance, and maintain compilers for (even complex!) programming languages

• Confidence to use language processing technology for software development
Organization of the course

- Assignments 10%
- Mid semester exam 20%
- End semester exam 35%
- Course Project 35%
  - Group of 2/3/4 (to be decided)
- Tentative
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- Some environments provide both interpreter and compiler. Lisp, scheme etc. provide
  - Interpreter for development
  - Compiler for deployment

- Java
  - Java compiler: Java to interpretable bytecode
  - Java JIT: bytecode to executable image
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- Speedcoding interpreter: programs ran about 10 times slower than hand written assembly code

- John Backus (in 1954): Proposed a program that translated high level expressions into native machine code. Skepticism all around. Most people thought it was impossible

- Fortran I project (1954-1957): The first compiler was released
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- Modern compilers preserve the basic structure of the Fortran I compiler !!!
The big picture

• Compiler is part of program development environment

• The other typical components of this environment are editor, assembler, linker, loader, debugger, profiler etc.

• The compiler (and all other tools) must support each other for easy program development
Programmer → Editor → Compiler → Assembler
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- **Source Program** → **Assembly code**
- **Machine Code**
- **Resolved Machine Code**
- **Executable Image**
- **Debugging results**
- **Execute under Control of debugger**
- **Execution on the target machine**

Normally end up with error
Programmer does manual correction of the code
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